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Extended Abstract

Background and Objectives: This paper presents a new optimization problem in the field of linkage reconfiguration. This is the problem of minimizing moving parts of a given robot arm for positioning the end effector of the given robot arm at the given target point as well as minimizing the movement of the movable parts.

Methods: Initially, formal modeling is accomplished by minimizing the movement problem. At this time, a criterion called AM (Arithmetic Measure) is introduced, and this criterion is used to quantify the motion of the linkage. Afterward, it is indicated that the presented problem is an NP-Hard problem. Consequently, a greedy heuristic algorithm is presented to minimize the movement of the robot’s moving components. After identifying the moving components and the movement of these parts, an algorithm is provided to determine the final configuration of the robot arm.

Results: The results indicate that the discussed model successfully reduced the moving parts of the robot arm. Moreover, the results show that the proposed approach fulfills the goal of minimization of the linkage components. Furthermore, this method leads to erosion of arm, reduces energy consumption and the required parameters and variables for calculating the final configuration of the linkages.

Conclusion: The mentioned algorithm solves the problem by mapping the robot arm with an arbitrary number of links to a robot with a single link or two links. The proposed heuristic approach requires $O(n^2)$ time using $O(n)$ space.

Introduction

Today, robot arms are widely used in the fields of military applications, exploration, transportation, navigation, rescue, medicine, household applications, and entertainment. The use of mobile robots in areas that are not reachable by humans or are dangerous, such as factories, other planets, oceans, deep ground, and military zones is a proper solution. Robots are classified by their movements and tasks. Some examples of robots include stationary, wheeled, legged, flying, and diver robots [1]. Each robot serves a special purpose. Among the existing robot types, industrial robots have more uses [2]. In this regard, there is often debate over the nature of industrial robots.

The study of the mechanics and problems of robot arms is not a new science. It is rather a set of titles derived from the classic backgrounds. Mechanical engineering provides methods for the study of machines in the statistic and dynamic states. Mathematics also provides methods of describing the properties of motion. Computational geometry increases the abstract understanding of robot arm motions and problems. The control theory also presents a means of designing and assessing algorithms for understanding the satisfactory motions and forces. Power engineering deals with the design of sensors for robot arms and computer science sets the scene for programming these robots for certain tasks [3]. The complexity of robot problems prevents the
development of related applied algorithms. For instance, a rescue robot must find a path to allow the end effector access the ruins and the debris must be picked without any unnecessary movement.

Every robot arm is a collection of links and joints, which vertically equal a connected graph expressed as \( G= (\text{Joints}, \text{Links}) \). The vertices of this graph represent the joints and the edges represent the rigid objects called the links. The joints are capable of rotation. In this graph, the length of the links and the angles created between the joints through the connection of the links are of importance [4].

As there are different types of graphs, different methods of connection between the links and joints result in different models of robot arms. A robot arm is a robot in which there is only one path between two selected joints.

One of the problems with robot arms is the problem of reachability. In the decision-making version of this problem, the question is whether a given point on the arm (usually the ending point) can access a point in the Cartesian space housing the arm [5].

A robot arm, which is expressed as \( (l_1, l_2, \ldots, l_{n-1}) \), is a sequence of \( n - 1 \) interconnected links. Moreover, \( l_i \) denotes the length of the graph edges and is a positive real number. The reachability space of the arm is the area between two concentric circles centered on the first arm joint, and assuming that the external radius is shown by \( r_0 \), (1) is used for the calculation of this parameter [5]. If \( l_M \) is the length of the longest link and \( r_I \) is the internal radius, (2) is used to calculate this parameter [5].

\[
\begin{align*}
    r_0 &= \sum_{i=1}^{n-1} l_i \\
    r_I &= \begin{cases} 
        2l_M - r_0, & 2l_M > r_0 \\
        0, & 2l_M \leq r_0 
    \end{cases}
\end{align*}
\]

Moreover, if \( r_I \leq 0 \), then the reachability space is a circle with the \( r_0 \) radius [4],[5] (Fig. 1).

The configuration is a certain state of the robot arm (at a certain moment), in which the coordinates of each point on the arm can be determined. A collection of all of the possible configurations forms the configuration space.

The robot arm reconfiguration problem is another important problem with these arms. The result of this problem becomes significant for a given input if a positive solution is found. In this problem, the arm motion path must be clearly determined to obtain the robot arm reconfiguration [6]. Fig. 2: Possible configurations of a single-link open-chain for the problem of accessing the target point. Depicts two of the possible configurations of an open robot arm with two links for the problem of accessing the target point.

**Related Works**

Since multiple solutions exist for every reconfiguration problem, the goals of such problems can be finding the minimum energy consumption for the robot arm movements, the shortest path, the minimum duration, the minimum area and perimeter of the robot arm in the two-dimensional space, the concave membrane volume in the three-dimensional space, the geometry of the robot arm perimeter, and such.

In [7] a solution is proposed for minimizing the motion cost of robot arms in predefined geometric paths based on the dynamic programming model. In [8], the formalization of a robot arm with six degrees of freedom (DOF) and the ships between the parts in the course of movement was used to solve the forward kinematic problem. In [9], following a formal description of the motions of the surgical robot arm, the automatic theorem proving (ATP) was used to validate the results. Limiting the angular positions of the joints and the velocity and acceleration of the joints is another goal considered in [10] to solve the robot arm motion problem. In [11] an algorithm for the robot arm motion is introduced to omit the intersection between the arm links during motion. Preventing the collision between the arm and the external moving obstacles and imposing limitations on the kinematic variable parameters of the obstacles form the basis of an artificial neural network algorithm which was discussed in [12] in studying the robot arm motions. Minimization of the motion time and elimination of the obstacles are other goals considered in [13] in designing the robot arm path.

The use of approximation and near-optimum algorithms in solving NP-Hard problems has also captured attention [14]. In [15], based on the formation of the robot arm and the reconfiguration problem, a low-cost algorithm with time complexity \( O(n^3) \), and memory usage \( O(n) \), was proposed for the movement of
a robot arm from the current configuration to the optimum configuration in the one-dimensional space. In [16] a linear time approximation algorithm is introduced for solving the robot arm folding problem, and [17] presents an approximation algorithm with the \(O(n \log n)\) time complexity and \(O(n)\) memory usage for solving the folding of a snake-shaped robot. The latter algorithm guarantees that the length of the arm does is not twice as long as the longest link.

![Fig. 2: Possible configurations of a single-link open-chain for the problem of accessing the target point.](image)

The problem of folding an open-chain in a way that the goal is to minimize the length of the chain in 1-Dimensional space, area or circumference surrounding 2-Dimensional space, and convex hull within 3-Dimensional space [18] is an NP-Complete problem, which proof of this subject is presented in [19] using reduction to set partitioning problem. The complexity of the reachability problem in an obstructed space and by authorizing intersection of chain links whilst moving is NP-Hard. The same problem for an open-chain linkage within a non-obstructed space with intersected links is PSPACE-Hard [20].

A set of components required for building a mechanism includes rigid bodies accompanied by rotary joints. The goal is to obtain a component layout where connection limitations are not violated. Proving the NP-Hard nature of this problem is offered in [21] via the help of reduction of subset sum. This problem by adding the next parameter is NP-Hard, which in [21] is proven using reduction to 3SAT problem. In [22], an approximate algorithm with time complexity \(O(1)\) for navigation polygonal linkage is presented.

The present research goal was to minimize the moving parts of a robot arm. We introduce and formalize a new problem in the field of robot arm movement that has not been addressed by our research so far. Then we show the problem is NP-Hard. This has been used to reduce the \(\text{SUBSET-SUM}\) problem, which is an NP-Complete problem. Then, an exponential algorithm is proposed for which the algorithm is \(O(n^3)\) when the number of links is less than 10. To this end, first, the shortest ending arm chain, which had the target point in its reachability space, was found to minimize the number of the links forming the chain. Next, by maximizing the chain joints that had no relative angular variation, the permutation of the status of the joints required for calculating the final robot arm configuration was obtained. In this permutation, the engaged joints and the type of movement of each joint were determined for the placement of the end effector on the target point. In the end, a method was developed for mapping the chains with more than two links to a dual-link arm reconfiguration problem. It has also introduced a greedy heuristic for when the number of links is more than 14.

We show that this greedy approach runs in \(O(n)\).

This paper is organized as follows. The next section consists of 4 parts. In this section, the robot arm structure is first formalized. Then the problem of movement minimizing is formally expressed. This section contains 4 sub-sections. In the first sub-section, the moving parts are minimized. In the second part, the minimization of the movement of moving parts is described. In the third sub-section, it is demonstrated that this is an NP-Hard problem. The following subsection illustrates the exponential states of the answer and presents a greedy algorithm requires \(O(n^2)\) time using \(O(n)\) space. In the third section, the algorithm for obtaining the final reconfiguration is presented. In the final sub-section, the time complexity and memory consumption of the proposed method are discussed. Section 4 presents the simulation results of the algorithms and comparing the related works with the proposed method, and section 5 concludes the paper.

**The Proposed Method**

The target point in the Cartesian space and the initial configuration of the robot arm are the problem inputs, and the robot arm reconfiguration calculation is carried out by adopting the determined minimization criteria. Figure 3 shows the overall schema of the proposed method. In the movement minimization section, first, determine the minimum number of links, joints (moving parts) needed to move to the destination point and identify those arms. In this section and the following, the obtained motion is optimized, in the sense that the movement of the moving parts is minimized. In the last section where the problem outputs, the optimal configuration is obtained. Each of the schema sections in Fig. 3, is discussed in this article. This section consists of 4 parts. First, a formal definition of the robot arm is presented along with the description of the constant parameters, the kinematic variable, and the defined hierarchical structure.
In part 2, minimization is carried out, and the linkage final configuration calculation model is described in part 3. In part 4 of this section, the complexity of the proposed method is discussed.

A. Formal Definition of the Robot arm

The robot arm uses the linkage to move along a certain path (whose parameters are derived from the smooth functions) without sudden movements so that the end effector is placed on the target point. The formal description of the robot arm and the hierarchical structure as stated, the graph corresponding to the robot arm is a simple path. Hence, a robot arm, which is written as \((l_1, l_2, ..., l_{n-1})\), is a sequence of \(n-1\) interconnected links, where \(l_i\) shows the length of the graph edges and is a positive real number. The vertices of this graph represent the arm joints and are used to connect the links. The beginning and end joints of each \(l_i\) are shown with the \((j_i, j_{i+1})\) ordered \(j_i\) joint is connected to the earth while the \(j_n\) joint is free. Each \(j_i\) is a tuple as \((\text{Point}_{i}, \theta_i)\) where \(\text{Point}_{i}=(x_i, y_i)\) ordered triple. Moreover, \(\text{Point}_{1}\) shows the Cartesian coordinates of the \(j_{n}\) joint in the two-dimensional space and \(\theta_1\) is the relative angle between two links\((l_1\) and \(l_{i+1}\)) (counterclockwise). \(\theta_i\) is the angle between the first joint and the positive side of the x axis, and \(\theta_n\) is zero and it is the constant parameter of \(n^{th}\) joint. The Cartesian coordinates of the first joint also form the kinematic constant of this joint (the top of the robot arm is connected to the ground). In this method, many subsidiary joints are defined for each joint in addition to the motion parameters, and each joint is influenced by the motions of the principal joints. Motion occurs from the principal joint to the subsidiary joints. The subsidiary joints of the \(j_i\) joint are expressed as \(s_i = \{j_{i+1}, ..., j_n\}\). Each joint enters one of the active, actuator, passive, or inert states at the time of movement of the robot arm depending on its effect on its subsidiary joints or the effect of the principal joints on it.

If the \(i^{th}\) joint rotates in \([t_o, t_f]\) range at the \(\dot{\theta}_i\) angle, its subsidiary joints rotate at this angle and become the source of \(\text{Point}_{i}\). This motion causes a change to the Cartesian parameters of the subsidiary joints of this joint, and the Cartesian parameters of the motion-generating joint remain unchanged while the relative angle change. The \(i^{th}\) joint is called the “actuator” and the subsidiary joints whose Cartesian parameters change due to the rotation of the \(i^{th}\) joint are called the “passive” joints. Hence, during motion, the Cartesian coordinates of a joint are a function of the relative angular movement of one or several principal joints. If one of the subsidiary joints shows angular movements, all of the kinematic variable parameters of the joint change. This joint is called the “active” joint. If a particular joint is not the source of movement and is not affected by the movement of another joint, its kinetic parameters are constant and it is called an “inert” joint. Hence, during the movement of a robot arm, only one joint is the actuator, which generates the motions and is essential to the significance of the motions. This joint has the highest propagation of motion in terms of the number of joints, and its precedent joints (if any) are inert joints. In this analysis, \(j_n\) joint, as the end effector of the robot arm, always plays a passive role. The joints between the actuator joint and the end effector may be either active or passive. If time unit is shown by \(t_o\), (3) defines the Cartesian velocity and (4) defines the relative angular velocity of the \(i^{th}\) joint during the movement.

\[
\Delta \text{Point}_{i}^{t} = \sum_{i=t_o}^{t_f} [\text{Point}_{i} (t + t_o) - \text{Point}_{i} (t)]
\]

\[
= \sum_{i=t_o}^{t_f} [x(t + t_o) - x(t), y(t + t_o) - y(t)] \tag{3}
\]

\[
\Delta \theta_i^{t} = \sum_{i=t_o}^{t_f} [\dot{\theta}_i (t + t_o) - \dot{\theta}_i (t)] \tag{4}
\]

Using (3) and (4) the formal definitions of the dynamic roles of the \(i^{th}\) joint in the \([t_o, t_f]\) range were obtained as listed in Table 1.

Each joint accepts one of the roles listed in Table 1 in
each selected range.

Table 1: Dynamic roles of the i'th joint

<table>
<thead>
<tr>
<th>Dynamic role</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Inert</td>
<td>( \Delta \text{Point}<em>{ti}^f = (0,0) ) and ( \Delta \theta</em>{zi}^f = 0 )</td>
</tr>
<tr>
<td>Actuator</td>
<td>( \Delta \text{Point}<em>{ti}^f = (0,0) ) and ( \Delta \theta</em>{zi}^f \neq 0 )</td>
</tr>
<tr>
<td>Passive</td>
<td>( \Delta \text{Point}<em>{ti}^f \neq (0,0) ) and ( \Delta \theta</em>{zi}^f = 0 )</td>
</tr>
<tr>
<td>Active</td>
<td>( \Delta \text{Point}<em>{ti}^f \neq (0,0) ) and ( \Delta \theta</em>{zi}^f \neq 0 )</td>
</tr>
</tbody>
</table>

B. LMM Problem

The main idea for this research was that for the placement of the end effector at the target point, first the moving parts and then the motions of the moving parts are minimized. Fig. 4, illustrates the movement minimization process. The outline of this section is illustrated in Fig. 3 (Movement Minimization Section), and is elaborated in this section.

1) Minimizing the Moving Parts

Defining the number of the inert joints as the first-stage decision variable leads to the definition of a notion known as the “effective sub-chain”. If a chain connects two joint points, it is shown by \( SC_k \), where \( k \in \{1,2, ..., n - k\} \) and describes a chain connecting joint \( k \) to joint \( n \). The \( SC_k = (l_k, l_{k+1}, ..., l_{n-1}) \) shows the links of a sub-chain. The joints between \( j_1 \) and \( j_{k-1} \), are inert joints, while \( j_k \) is the actuator.

The \( SC_k \) reachability space is the area between two concentric circles with \( j_k \) as the center, and assuming that \( r_{Ok} \) is the external radius; (5) is used to calculate parameter.

\[
r_{Ok} = \sum_{i=k}^{n-1} l_i
\]

(5)

where, \( l_i \) is the length of link \( k \)th link. In addition, if \( r_{lk} \) shows the internal radius of the sub-chain, (6) is used to calculate this parameter.

\[
r_{lk} = \begin{cases} 2l_{M_i} - r_{Ok}, & 2l_{M_i} > r_{Ok} \\ 0, & 2l_{M_i} \leq r_{Ok} \end{cases}
\]

(6)

where, \( l_{M_i} \) is the length of the longest link of \( SC_k \). If the effectiveness of the \( SC_k \) sub-chain is expressed as \( E(\text{SC}_k) \), (7) provides its mathematical definition

\[
E(\text{SC}_k) = \begin{cases} \text{true}, & \text{RA}(k, tp) = \text{true and} \\
& \forall i \in \{k + 1, ..., n - 1\}: \text{RA}(i, tp) = \text{false} \\
\text{false}, & \text{otherwise} \end{cases}
\]

(7)

where, \( tp \) shows the target point coordinates. In addition, (8) yields \( \text{RA}(k, tp) \).

\[
\text{RA}(k, tp) = \begin{cases} \text{true}, & r_{ki} \leq |j_k - tp| \leq r_{Ok} \\
& \text{false, otherwise} \end{cases}
\]

(8)

Algorithm 1 shows the algorithm for finding an effective sub-chain using the defined \( s \).

Algorithm: Finding \( SC_k \)

Input: Initial Configuration, Target Point

Output: \( SC_k = (l_{k_1}, l_{k_2}, ..., l_{k_n}) \)

1: \( k \leftarrow n - 1 \)
2: \( SC_k = 1 \) \( \{n\} \)
3: \( E(\text{SC}_k) = \text{RA}(k, TP) \)
4: while \( k > 0 \) or \( E(\text{SC}_k) = \text{false} \)
5: \( k \leftarrow k - 1 \)
6: if \( \text{RA}(k, TP) = \text{true} \)
7: \( SC_k \leftarrow SC_k + l_{k} \)
8: \( E(\text{SC}_k) \leftarrow \text{true} \)
9: end if
10: end while
11: if \( E(\text{SC}_k) = \text{false} \)
12: return "unreachable target point"
13: else
14: return \( SC_k \)
15: end if
16: end Algorithm

Algorithm 1: Algorithm for finding an effective sub-chain.

II) Minimizing the Movement of Moving Parts

The number of the active joints, which is the decision variable of the second stage, leads to the definition of the virtual link and virtual sub-chain notions. A virtual link is a link obtained by replacing some links with one link such that the relative angle between the substitute links does not change during movement. (9) is the formal expression of this definition.

\[
\text{Length}(l_{p_i, p_{i'}}) = |j_i - j_{i'}|, \quad \forall i \in \{p + 1, ..., p'\}, \forall i \in \{t_i, t_{i'}\}: \theta_i(t) = \theta_{i'}(t)
\]

(9)

If a chain consists of one or several virtual links it is called a virtual sub-chain and is shown by \( VSC_{km} \), where \( m \) denotes the number of the actual and virtual links of that chain. The \( VSC_{km} \) virtual sub-chain consists of a sequence of links as \( (l_{p_1, p_2}, l_{p_2, p_3}, ..., l_{p_m, p_{m+1}}) \) with \( p_i < \cdots < p_{m+1} \). The reachability of the target point (TP) for a virtual sub-chain is calculated by considering its virtual and actual links. (10) presents the reachability conditions for the \( VSC_{km} \) virtual sub-chain.

\[
\text{RA}(VSC_{km}) = \begin{cases} \text{true}, & r_{Ok} \leq |j_k - tp| \leq r_{Ovkm} \\
& \text{false, otherwise} \end{cases}
\]

(10)

where, \( r_{Ovkm} \) is the external radius of the virtual sub-chain and is calculated by (11).

\[
r_{Ovkm} = \sum_{j=1}^{m} l_{p_j, p_{j+1}} = |j_{p_1} - j_{p_{m+1}}|
\]

(11)

In addition, if the longest link of the virtual sub-chain is shown by \( l_{Mvkm} \) and the internal sub-chain radius is indicated by \( r_{IVkm} \), (12) gives the calculation of this parameter.
be between low and high.

**Hypothesis 1:** the LMM problem is actually an NP-Hard problem. It is proved by transforming every input sample of the sum of the subset problem to an input sample of the LMM problem in such a way that this transformation would meet the two following conditions [23]:

1- The transformation must take place in polynomial time.
2- The result of the movement minimization problem for an input of the subset sum decision problem has to be positive if the result of its equivalent input in the movement minimization problem is actually positive.

To start the transformation, the S set which consists of m elements from \( \{s_1, s_2, ..., s_m\} \) as well as two high and low integers which represent the upper and lower bounds of the selected subset sum of the set are selected. Next, using this input, an input item is created for the movement minimization problem which is displayed here. Let S be an ascending set of links and let \( S' \subseteq S \) which consists of k elements of set S that selected in such a way that the sum of them would be between high and low. To create set L, the elements of set \( S' \) are changed into the set of points as follows

\[
\text{Points} = \left\{ j_i : (0, s_i) ; j_{i+1} : (0, s_i - s_i) ; j_{i+2} : (0, s_k - s_i) ; \ldots ; j_{i+k} : (0, s_k - s_i) \right\}
\]

This set is considered to be the coordinate of the open-chain joints, so \( s_{i_1} < s_{i_2} < \ldots < s_{i_L} = s_k \) and the joint of \( j_{i_1} (1 \leq i_1 \leq n) \) in this transformation are an «actuator». Next, we try to create the L set using these coordinates based on (14).

\[
\forall i' \in \left\{i, i_1 + 1, \ldots, i + k - 1\right\}, \forall k' \in \left\{1, 2, \ldots, k - i'\right\}:
\]

\[
\{l_{i, i+k'}\} \cup L \text{ where } l_{i, i+k'} = j_{i+k'} - j_{i+k'}.
\]

The optimum measure of \( AM_{max} \) was set to its highest value and we assume that all the joints are moving. (15) shows how this value is calculated in the above transformation. The (15) can be evaluated as relation (13).

\[
AM_{max} = \sum_{i=1}^{k} \left(k - i'\right)
\]

Fig. 6 displays this transformation's graphical model. Let us imagine that the \( S' \) subset has k members and since based on the method of transformation, the largest subset in the L set consists of \( k - 1 \) members with the Arithmetic Measure of \( AM_{max} \), so in the input of the movement minimization problem, we would have subset \( L' \) with \( k' \) members, in such a way that \( k' \leq k - 1 \) and \( AM_{SC_k} \leq AM_{max} \). (16) is confirmed as is shown in Appendix 2.

On the opposite hand, it is thought that the input of the LMM problem has the \( SC_k \) with \( k - 1 \) members and
it also has $AM_{\text{max}}$ (17) describes how the members of $S'$ subset are created.

\begin{align*}
\forall i \in \{i, i_i + 1, \ldots, i_i + k\} : S' \cup \{s_i\} & = \\
& = \begin{cases} 
  s_i = 0, & i = i_i \\
  s_i = \sum_{j=i_{i+1}}^{i_{i+1} + 1} \{i_{i+1}, i_{i+1} + 1 \leq i \leq i_{i} + k\} \ (17)
\end{cases}
\end{align*}

Hence, subset $S'$ subset depends on the $L'$ subset, and also an algorithm which can solve the LMM problem is utilized used to calculate the sum of the subset problem.

**IV) A greedy heuristic to LLM**

The steps described in Movement Minimization of Fig. 2 (the main scheme) are summarized in Fig. 8. It shows in worst case $2^{n-k-2}$ AM should be calculated.

In algorithm1, the output of the joint is $j_i (1 \leq i \leq n)$ where an «actuator» joint and all the preceding joints are static. Moreover, the $SC_k$ subset is one of the other outputs which is the smallest trailing sub-chain of the arm. In the next step, the objective is to identify the «passive» joints located between the $j_i (1 \leq i \leq n)$ joint to the final joint in the arm. In this step, the objective is to remove a number of the members from the $VSC_k$ and replace them with a lower number of members from the $SC_k$ set. To do this, for every $j_k$ joint located between $j_i$ to $j_n$,
first, we will assume that it is a «passive» joint. Assuming that $f_k (1 \leq k \leq n)$ is a «passive» joint, $VSC_{k,m}$ is made and the reachability conditions are tested.

C. Reconfiguration Calculations

The number of links of the final effective chain (virtual or actual) shows the number of possible solutions. If the chain has only one $l_i$ link, the reconfiguration problem has one solution, which indicates that the target point is located on a circle with the $l_i$ radius and the $i$th joint is on a circle with the $l_i$ radius and the $Point_i$ center to allow for the placement of the end effector on the target point. Fig. 9 shows the solution to this problem with one link.

The $Update(\theta_{p_1})$ function shows the value of $\theta_{p_1}$ at time $t_f$. To interpolate the values of $\theta_{p_1}$ in the $[t_s, t_f]$ range it is possible to use various smooth functions. In this research, a smooth function with 3 degrees of freedom was used to generate motion (annex).

If the conditions are not satisfied, is $f_i (1 \leq i \leq n)$ will transform into an «active» joint. Algorithm 2 displays the algorithm used for identifying the «passive» joints and making $VSC_{k,m}$.

In addition, the $Update(Point_{S_{p_1}})$ function calculates the Cartesian coordinates of the $f_{p_1}$ joint subset as shown in (18).

$$x_p = x_p + \sum_{k=p}^{p-1} l_k \cos \sum_{j=p}^{k-1} \theta_j$$

$$y_p = y_p + \sum_{k=p}^{p-1} l_k \sin \sum_{j=p}^{k-1} \theta_j$$

If this particular chain has two links, the maximum number of solutions is two. Depending on the position of the target point in each state, there may be one solution to the problem. If the effective chain has more than two links (virtual or actual), there may be infinite solutions to the problem. The number of solutions depends on the status of the circles defined in the following.
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Decision Algorithm

S = \{10,4,1,6,11,12,19,3\}

\( l = \{L_{3,4}:2, L_{3,5}:3, L_{3,6}:5, L_{3,7}:9, L_{4,5}:1, L_{4,6}:3, L_{4,7}:7, L_{5,6}:2, L_{5,7}:6, L_{6,7}:4\} \)

\( k - 1 = 4 \)

\( AM_{\text{max}} = 20 \)

Target Point = (0,10)

\( \text{dist} = 9 \)

\( L_3 \rightarrow L_4 \rightarrow L_5 \rightarrow L_6 \rightarrow L_7 \rightarrow \)

\( \cdot \cdot \cdot \rightarrow L_3 \rightarrow L_4 \rightarrow L_5 \rightarrow L_6 \rightarrow L_7 \rightarrow \)

Yes

Fig. 7: Transforming a subset sum problem input into the LMM problem.

Robot Arm: \( l_1, ..., l_{n-1} > \)

Target Point

\( k \leftarrow n - 1 \)

\( \text{SC}_k \leftarrow l_k, ..., l_{n-1} > \)

RA\( (k, \text{TP}) \)

no

\( k \leftarrow k - 1 \)

yes

\( m \leftarrow m + 1 \)

active \leftarrow active + 1

\( AM_{\text{max}} \leftarrow \left( n - k - 1 \right) \) active

\( AM_{\min} \leftarrow 1 \)

\( AM \leftarrow AM_{\min} \)

VSC\( _{k,m} \leftarrow \{l_{k+1}, ..., l_{m+1} \} > \), Order By Am

RA\( (VSC_{k,m}, \text{TP}) \)

no

AM \leftarrow AM + 1

yes

no

AM \leftarrow AM_{\text{max}}

yes

Fig. 8: Flowchart of minimization of the robotic arm moving parts.
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In terms of dynamic role, the \( j_{p_1} \) joint is the actuator. Therefore, its Cartesian coordinates do not change along the length and its allowable movement occurs on a circle that has the first link as its radius and the moving joint coordinates as its center. The other Cartesian constant of this problem is the target point. Therefore, the second circle has the target point as its center and the second link as its radius. This circle guarantees that the target position of the ending joint is the target point (TP). The status of the two circles determines the number of solutions. If the two circles share two points there are two solutions to the problem. The other allowable states for these two circles are the internal tangent and external tangent states which results in one solution to the problem (Fig. 10).

Only these three states are dealt with in this research. In terms of dynamic role, the \( j_{p_2} \) joint is the actuator. Therefore, its Cartesian coordinates do not change along the length and its allowable movement occurs on a circle that has the first link as its radius and the moving joint coordinates as its center. The other Cartesian constant of this problem is the target point. Therefore, the second circle has the target point as its center and the second link as its radius. This circle guarantees that the target position of the ending joint is the target point (TP). The status of the two circles determines the number of solutions. If the two circles share two points there are two solutions to the problem.

Algorithm: Finding Passive Joints and making VSC

Input: SC_1, i, Target Point //SC_1, i comes from Finding Actuator Joint
Output: VSC

1: k ← 0
2: start ← i
3: passive ← i + 1
4: end ← passive + 1
5: VSC_SC_1, i ← SC
6: while k < n - i - 1 do
7: VSC_SC_1, i ← VSC_SC_1, i - \{start, passive\}
8: VSC_SC_1, i ← VSC_SC_1, i - \{passive, end\}
9: VSC_SC_1, i ← VSC_SC_1, i \cup \{start, end\}
10: m ← m - 1
11: if RAVSC_SC_1, i, TP = false then
12: VSC_SC_1, i ← VSC_SC_1, i - \{start, end\}
13: VSC_SC_1, i ← VSC_SC_1, i \cup \{start, passive\}
14: VSC_SC_1, i ← VSC_SC_1, i \cup \{passive, end\}
15: m ← m + 1
16: start ← passive
17: end if
18: passive ← passive + 1
19: end ← passive + 1
20: k ← k + 1
21: end while
22: return VSC
23: end Algorithm

Algorithm 2: Algorithm for making VSC.

Algorithm: Finding 2 Circles

Input: VSC_SC_1, i \( \{p_1, p_2, \ldots, p_m, p_{m+1}\} \), TargetPoint
Output: Circle_1, Circle_2

1: Evaluate ← false
2: breakjoint ← \( j_{p_2} \)
3: \( p_b \) ← \( j_{p_2} \)
4: Circle_1, Center ← Point_\( j_{p_1} \)
5: Circle_2, Center ← TargetPoint
6: Circle_1, Radius ← \( \sum_{p' = 1}^{p_{b-1}} |p_{b/p_{b+1}}| \)
7: Circle_2, Radius ← \( \sum_{p' = b+1}^{m} |p_{b/p_{b+1}}| \)
8: while \( b < k \) and Evaluate = false do
9: Evaluate ← Evaluate 2 Circles
10: if Evaluate = true then
11: \( \forall p' \in \{p_1, p_2, \ldots, p_m\}, p' \neq p_b \)
12: \( \theta_{p'} \leftarrow \pi \)
13: Type ← Flattening
14: end if
15: \( b \leftarrow b + 1 \)
16: end while
17: if Evaluate = false then
18: \( l_b \leftarrow \max \{l_{p_1, p_2, \ldots, l_{p_m, p_{m+1}}}\} \)
19: \( \forall p' \in \{p_1, p_2, \ldots, p_m\}, p' \neq p_b \)
20: \( \theta_{p'} \leftarrow \pi \)
21: \( \theta_{p_b} \leftarrow 0 \)
22: Circle_1, Radius ← \( \sum_{p' = 1}^{b-2} |p_{b/p_{b+1}}| \)
23: Circle_2, Radius ← \( |l_b - \sum_{p' = b+1}^{m} |p_{b/p_{b+1}}| \) \)
24: Type ← Squeeze
25: end if
26: return Circle_1, Circle_2
27: end Algorithm


Steps 1 and 2: Finding 2 Circles

\[ \theta_{p_1} = \begin{cases} \text{Update (} \theta_{p_1} \text{)} & \text{if } \text{Evaluate = true} \\ \text{Step 2: Update } \theta_{p_1} & \text{Step 1: Update (} \theta_{p_1} \text{)} \\ \text{Step 2: Calculate } \theta_{p_1} & \text{Step 1: Calculate } \theta_{p_1} \end{cases} \]

Solution 1 Link : \( \{p_1, p_2, \ldots, p_{m+1}\} \)

Step 1: Update (\( \theta_{p_1} \))

\[ \theta_{p_1} = \begin{cases} \text{Update (} \theta_{p_1} \text{)} & \text{if } \text{Evaluate = true} \\ \text{Step 2: Update } \theta_{p_1} & \text{Step 1: Update (} \theta_{p_1} \text{)} \\ \text{Step 2: Calculate } \theta_{p_1} & \text{Step 1: Calculate } \theta_{p_1} \end{cases} \]

Fig. 9: Solution to the problem of reconfiguration a robot arm with one link.

In this research, to calculate the robot arm reconfiguration in a problem with more than two links, the problem is modeled as a dual-link problem. In other words, a joint is selected from the joints at the junction of the chain links, and since the links of the effective chain are replaced with virtual links when needed, the passive joints are excluded. This joint is called the “break joint”.

The relative angle of the existing joints is placed
between the links before and after the break joint at the final position (π or 0), and the problem is mapped into a problem with two links. The links before the break joint form one link and the links after the break joint form another link.

![Diagram](image)

**Fig. 10**: Reachability with two links.

Next, the intersections of the two circles, which are in one of the allowable states concerning each other, are found (Algorithm 4). These two circles can be placed in three states to one another: having two intersections (which requires the formation of the triangle by two radii and the distance between the target point and the dynamic joint); having an internal tangent (which requires the equal differences between the two radii based on the distance between the target point and the dynamic joint); and having an external tangent (which requires the equal sums of two radii based on the distance between the target point and the dynamic joint).

In problems with more two links, the area between the intersections on the circle is the solution set for the break joint. The number of the solution sets depends on the number of possible permutations of the break joint.

**Fig. 11** illustrates the overall schema of the reconfiguration calculation model of a problem with more than two (virtual or actual) links.

To find the circles, if the problem consists of more than two links the radii of the circles must be known. **Algorithm 3** illustrates the algorithm of finding two circles.

Evidently, the two circles have one intersection if they are externally tangent or internally tangent.

Next, the allowable range of the dynamic joint angle is calculated and the minimum value is assumed for the dynamic joint. If the \( j_{p1} \) joint is not the first robot arm joint, the angle range varies from the joint before the \( j_{p1} \) joint and one of the intersections of the two circles.

The end of the angle range is obtained by measuring the angle between the previous joint, the dynamic joint, and the subsequent intersection of the two circles. If the dynamic joint is the first joint, the angle between the horizon axis and the vector between \( TP \) and the intersection of the two circles is the angle of the joint. **Fig. 12** depicts the performance of the \( \text{Update}(\theta_{p1}) \) function. In the following, using (14), the Cartesian coordinates of the subsidiary joints of the \( j_{p1} \) joint are updated using the \( \text{Update}(\text{Point } S_{p1}) \) function. Afterward, the break joint angle is calculated depending on the status of the two circles. If the two circles have two intersection points, the angle of concern is calculated by measuring the angle between the dynamic joint and the Cartesian coordinates of the broken joint and the target point. However, if the two circles are in the external tangent state, there is no need for calculation because \( \pi \) is the break joint angle. Finally, if the two circles are internally tangent, this angle is 0 (Fig. 13). In the end, the Cartesian coordinates of the subsidiary joints of the break joint are calculated using the \( \text{Update}(\text{Point } S_{p1}) \) function and (14).
Update($\theta_{pi}$)

Step1: Find all answers

\[ \theta_{pi1} = \begin{cases} 4(\text{Point}_{p_{i-1}}, \text{Point}_{p_{i}}, \text{IntersectionPoint}_{1}), & p_{i} \in \{2, ..., n - 1\} \\ 4(H_{axis}, \text{Point}_{p_{i}}, \text{IntersectionPoint}_{1}), & p_{i} = 1 \end{cases} \]

\[ \theta_{pi2} = \begin{cases} 4(\text{Point}_{p_{i-1}}, \text{Point}_{p_{i}}, \text{IntersectionPoint}_{2}), & p_{i} \in \{2, ..., n - 1\} \\ 4(H_{axis}, \text{Point}_{p_{i}}, \text{IntersectionPoint}_{2}), & p_{i} = 1 \end{cases} \]

\[ \theta_{p_{i range}} = \begin{cases} \{\theta_{pi1}, \theta_{pi2}\}, & m > 3 \\ \{\theta_{pi1}, \theta_{pi2}\}, & m \leq 3 \end{cases} \]

Step2: Find minimize $\theta_{pi}$

\[ \theta_{p_{i}} = \begin{cases} \theta_{p_{i1}} - \theta_{p_{i2}}(t_{x}) < \theta_{p_{i2}} - \theta_{p_{i}}(t_{x}) & Otherwise \end{cases} \]

Fig. 12: Function update (8p1) performance (Calculation of the allowable value and the minimum dynamic joint angle).

Algorithm: Evaluate 2 Circle

Input: Circle$_{1}$, Circle$_{2}$
Output: Evaluate
//Status:[Triangle,ExternalTangent,InternalTangent]
1: $r_{1} \leftarrow$ Circle$_{1}$, Radius
2: $r_{2} \leftarrow$ Circle$_{2}$, Radius
3: $r_{3} \leftarrow$ |Circle$_{1}$. Center $-$ Circle$_{2}$. Center|
4: if $r_{1} + r_{2} > r_{3}$ or $r_{1} + r_{3} > r_{2}$ or $r_{2} + r_{3} > r_{1}$ then
5: Status $\leftarrow$ Triangle
6: else if $r_{1} + r_{2} = r_{3}$ then
7: Status $\leftarrow$ ExternalTangent
8: else if $|r_{1} - r_{2}| = r_{3}$ then
9: Status $\leftarrow$ InternalTangent
10: end if
11: if status $=$ Triangle or ExternalTan or InternalTan then Evaluate $\leftarrow$ true
12: return Evaluate
13: end Algorithm

Algorithm 4: Evaluation algorithm of two circles.

Update($\theta_{p_{i}}$)

\[ \theta_{p_{i}} = \begin{cases} 4(\text{Point}_{p_{i}}, \text{Point}_{p_{i}}, \text{TargetPoint}), & \text{Status} = \text{Triangle} \\ \pi, & \text{Status} = \text{ExternalTangent} \\ 0, & \text{Status} = \text{InternalTangent} \end{cases} \]

Fig. 13: Calculation of the break joint angle.

In Fig. 14 and Fig. 15 two results of using the reconfiguration algorithm with two different target points are shown.

D. Time and space complexity

The input for Algorithm 1 is the output of Algorithm 2, and its output is the subset $\text{VSC}_{k,m}$. Algorithm 1 in the proposed approach possesses a time and space complexity of $O(n^2)$. Algorithm 3 possesses a time and space complexity of $O(n)$ and Algorithm 4 takes $O(1)$. Thus, the time complexity of the proposed approach is $O(n^2)$ and the space complexity is $O(n)$.

Fig. 14: Solutions to the robotic arm reconfiguration problem with more than two links and one passive joint.

Fig. 15: Possible solutions to a problem with four links.
Simulation Results and Compare with Related Works

The simulation programming language is C#. Table 2 lists the parameters of the proposed method. Table 3 lists the results of simulating the reconfiguration calculation algorithm in terms of the arm status after the application of the algorithm.

Table 2: The parameters of the proposed method

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Data Type</th>
<th>Input</th>
<th>Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of Links</td>
<td>Integer</td>
<td>Yes</td>
<td></td>
</tr>
<tr>
<td>Target Point</td>
<td>Integer</td>
<td>Yes</td>
<td></td>
</tr>
<tr>
<td>Length of the Links</td>
<td>Real</td>
<td>Yes</td>
<td></td>
</tr>
<tr>
<td>Reachability</td>
<td>Boolean</td>
<td>Yes</td>
<td></td>
</tr>
<tr>
<td>VSC$m$, m</td>
<td>Array</td>
<td>Yes</td>
<td></td>
</tr>
<tr>
<td>Properties of Circle 1, Circle 2 (Radius, Center)</td>
<td>Radius: Real, Center: Point</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 3: Results of simulation of the robot arm reconfiguration algorithm

<table>
<thead>
<tr>
<th>Status</th>
<th>Triangle</th>
<th>ExternalTan</th>
<th>InternalTan</th>
</tr>
</thead>
<tbody>
<tr>
<td>Frequency percentage</td>
<td>91.24</td>
<td>2.63</td>
<td>6.13</td>
</tr>
</tbody>
</table>

Table 4: Results of Simulating the Robot Arm Moving Parts Minimization Algorithm

<table>
<thead>
<tr>
<th>Percentage of inert joints</th>
<th>Ratio (%) of the passive joints to the static joints</th>
<th>Ratio (%) of the passive joints to total joints</th>
<th>Ratio (%) of AM similarity of optimal results with greedy results</th>
</tr>
</thead>
<tbody>
<tr>
<td>No static joint 5.03</td>
<td>Less than half 87.04</td>
<td>4.38</td>
<td>94.5</td>
</tr>
<tr>
<td></td>
<td>More than half 12.96</td>
<td>0.65</td>
<td></td>
</tr>
<tr>
<td>Less than half 55.9</td>
<td>Less than half 74.64</td>
<td>41.73</td>
<td></td>
</tr>
<tr>
<td></td>
<td>More than half 25.36</td>
<td>14.17</td>
<td></td>
</tr>
<tr>
<td>More than half 39.07</td>
<td>Less than half 57.07</td>
<td>22.29</td>
<td>80.8</td>
</tr>
<tr>
<td></td>
<td>More than half 42.93</td>
<td>16.77</td>
<td></td>
</tr>
</tbody>
</table>

The results of the simulation of the proposed method are presented in this section. These simulations are the result of applying algorithms and their means on 5000 random arms, each with 5000 random target points. The number of the links (between 2 and 13 links), the length, and the initial configuration of each robot arm are randomly determined. Table 4 lists the results of minimizing the robot arm moving parts. The above results suggest that using this method more than half of the joints are often static and are thus omitted from the main chain. Moreover, the simulation results imply that there is no need to change the relative angle of more than half the joints in the resulting chain. For the proposed greedy approach, we will attempt to compare the obtained results by considering them alongside optimal results. In more than 80% of the cases, the results of the greedy approach with optimal results are identical.

Most linkage issues are hardness problems in computer science. However, studies have shown there is no problem with the aim of minimizing the moving parts of the robot arm and minimizing the movement of these moving parts. Table 5 compares some of the related works in this area.

Conclusions

In this article, the problem of optimizing the robot arm components for positioning the end effector of the robot arm at the target point is presented as well as minimizing the movement of these robot components. The problem was first formalized, and then the required criteria and parameters were designed. One of these parameters was AM. The mentioned criterion was introduced to quantify and compare the types of robot arm configurations. It was then shown to be an NP-Hard problem. For this reason, a greedy heuristic was presented that the time complexity of the proposed method was $O(n^2)$ and its memory usage was $O(n)$. In section 4, the simulated results demonstrated that the presented heuristic difference with the optimal exponential solution was above 80% in most cases.

The results indicate that the discussed model successfully reduced the moving parts of the robot arm. Moreover, the results show that the proposed approach fulfills the goal of minimization of the linkage components. Furthermore, this method leads to erosion of arm, reduces energy consumption and the required parameters and variables for calculating the final configuration of the linkages. The algorithm presented in the section of obtaining the final configuration solved the problem by mapping the entire robot arm to one arm with one or two links. Future work could include a dynamic programming algorithm to solve this problem. It is also possible to extend the solution for other types of robot arm. Also, it would be developing a method for configuration of simple robot arms with no link intersection.
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Abbreviations

<table>
<thead>
<tr>
<th>Abbreviation</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>LMM</td>
<td>Linkage Movement Minimization</td>
</tr>
<tr>
<td>AM</td>
<td>Arithmetic Measure</td>
</tr>
<tr>
<td>$\theta_i$</td>
<td>Regression coefficients</td>
</tr>
<tr>
<td>CCS</td>
<td>Cuenca del Cañón del Sumidero</td>
</tr>
<tr>
<td>d</td>
<td>Durbin-Watson test</td>
</tr>
<tr>
<td>Eq.</td>
<td>Equation</td>
</tr>
<tr>
<td>F</td>
<td>Fisher test</td>
</tr>
<tr>
<td>$F_t$</td>
<td>Predicted value</td>
</tr>
<tr>
<td>$H_0$</td>
<td>Null hypothesis</td>
</tr>
<tr>
<td>k</td>
<td>Number of explanatory variables included in the model</td>
</tr>
</tbody>
</table>

Appendix 1

(19) shows a cubic polynomial that reflects the angular position of the $i$th joint at time $t$ if velocity is zero at times $t_s$ and $t_f$.

$$\theta_i(t) = \theta_i(t_s) + \frac{3(\theta_i(t_f) - \theta_i(t_s))}{t_f^3} t^2 + \frac{-2(\theta_i(t_f) - \theta_i(t_s))}{t_f^3} t$$  \hspace{1cm} (19)

The Cartesian coordinates of the joints in the course of movement can be calculated by adding the time parameter to (19). Fig. 16 illustrates the result of the calculation of the arm movement from the initial position to the final configuration at ten moments.

Table 5: Comparing some of the related works with the proposed method

<table>
<thead>
<tr>
<th>Reference</th>
<th>Optimal Parameter</th>
<th>Hardness of problem</th>
</tr>
</thead>
<tbody>
<tr>
<td>[7] (Shin et al.)</td>
<td>Motion Cost</td>
<td>Polynomial</td>
</tr>
<tr>
<td>[10] (Chettibi et al.)</td>
<td>Limiting the angular positions of the joints and the velocity and acceleration of the joints</td>
<td>Polynomial</td>
</tr>
<tr>
<td>[11] (Choi et al.)</td>
<td>omit the intersection between the arm links during motion limitations on the kinematic variable parameters of the obstacles form the basis Minimization of the motion time and elimination of the obstacles</td>
<td>NP-Complete</td>
</tr>
<tr>
<td>[12] (Zhang et al.)</td>
<td></td>
<td>NP-Complete</td>
</tr>
<tr>
<td>[13] (Ding et al.)</td>
<td></td>
<td>NP-Complete</td>
</tr>
<tr>
<td>[15] (Nourollah et al.)</td>
<td>low-cost for folding</td>
<td>NP-Complete</td>
</tr>
<tr>
<td>Proposed Method</td>
<td>Linkage movement minimization</td>
<td>NP-Hard</td>
</tr>
</tbody>
</table>

Appendix 2

(16) is confirmed by utilizing the triangle inequality theorem, Lemma 1, and (11).

Lemma 1: for each non-negative numbers of $a$, $b$, and $c$ where, $a \leq b \leq c$, $2a - c \leq b$ holds true.

Proof: If $c = a + l$, we have $2a - a - l \leq b$. Thus, $a - l \leq b$ and Lemma 1 is proven.

With the use of the triangle inequality theorem and the definition of $r_{0,t'}$ in (11), the confirmation of $|j_{i_1} - j_{i_1+k+1}| \leq r_{0,t'}$ is proven. Assuming that the members of the $S'$ subset have an ascending order, then $|j_{i_1} - j_{i_1+k}|$ would be the largest member of the $L$ set, and therefore, for each $L'$ subset with its biggest member $l_{M,L'}$, the $|j_{i_1} - j_{i_1+k}| \geq l_{M,L'}$ is established. If in Lemma 1 $r_{0,t'}$, $|j_{i_1} - j_{i_1+k}|$, and $l_{M,L'}$ are input for $a$, $b$, and $c$, respectively.

Fig. 16: Movement of the chain from the initial configuration to the final configuration.
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